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Abstract—In this paper we investigate the impact of path additions to transport networks with optimised traffic routing. In particular, we study the behaviour of total travel time, and consider both self-interested routing paradigms, such as User Equilibrium (UE) routing, as well as cooperative paradigms, such as classic Multi-Commodity (MC) network flow and System Optimal (SO) routing. We provide a formal framework for designing transport networks through iterative path additions, introducing the concepts of trip spanning tree and trip path graph. Using this formalisation, we prove multiple properties of the objective function for transport network design. Since the underlying routing problem is NP-Hard, we investigate properties that provide guarantees in approximate algorithm design. Firstly, while Braess’ paradox has shown that total travel time is not monotonic non-increasing with respect to path additions under self-interested routing (UE), we prove that, instead, monotonicity holds for cooperative routing (MC and SO). This result has the important implication that cooperative agents make the best use of redundant infrastructure. Secondly, we prove via a counterexample that the intuitive statement ‘adding a path to a transport network always grants greater or equal benefit to users than adding it to a superset of that network’ is false. In other words we prove that, for all the routing formulations studied, total travel time is not supermodular with respect to path additions. While this counter-intuitive result yields a hardness property for algorithm design, we provide particular instances where, instead, the property of supermodularity holds. Our study on monotonicity and supermodularity of total travel time with respect to path additions provides formal proofs and scenarios that constitute important insights for transport network designers.
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I. INTRODUCTION

Traffic routing is a core transportation problem. It is concerned with directing multiple agents, with aligned or conflicting interests, to their destinations. Relevant applications include: road traffic [1], air traffic [2], crowd control [3], and internet packets [4]. With the advent of Connected Autonomous Vehicles (CAVs), we expect mobility paradigms to undergo a fundamental change, as we transition from (self-interested) human control to semi- (or fully) automated cooperative paradigms [5]. This will lead to a decrease in unpredictable routing behaviours caused by human decision making, paving the way for greater traffic efficiency [6, 7]. Despite of this shift from non-automated to semi- (or fully) automated traffic control, in most cases, the underlying infrastructure (e.g., transport network) remains the one that was originally designed for human control.

While many research efforts focus on developing algorithms for traffic planning and control, the transport network is often regarded as a fixed constraint. On the other hand, as we can observe from historic trends, every change to mobility systems was followed by a change to the transport network infrastructure [8]. We aim to anticipate this trend by investigating the properties of environment modifications under several (fixed) routing strategies.

The problem of optimizing the transport network topology is known as the Network Design Problem (NDP) [9]. This problem is generally NP-hard [10] and, thus, optimal solutions for large instances are computationally infeasible. Analysing the properties of the objective function, on the other hand, could provide us with additional tools for the design of approximation algorithms with known suboptimality bounds. In particular, for set functions that satisfy the property of diminishing returns, also known as sub/supermodularity, near-optimal approximations can be found [11, 12]. It is thus fundamental to provide an analysis of the properties of objective functions for network design under different routing objectives and paradigms.

In this work, we study the theory of transport network design through iterative path additions to derive and categorize its formal properties. We model traffic as flow traversing a transport network represented as a graph. Under this formulation, we consider three different routing problems tasked with guiding each agent to its destination: i) minimum cost multi-commodity network flow problem (MC) [14], where agents experience constant travel times, ii) system optimal (SO) routing [15], where travel time is dependent on edge congestion and agents cooperate to minimize the systems’ cost (total travel time), and iii) user equilibrium (UE) routing [15], also known as Wardrop equilibrium [16], where travel time is dependent on edge congestion and agents are routed to minimize their individual travel time. These routing

\begin{table}[h]
\centering
\caption{Summary of our results on the properties of total travel time with respect to path additions in transport networks. Multi-Commodity (MC) and System Optimal (SO) are cooperative routing formulations while User Equilibrium (UE) is self-interested.}
\begin{tabular}{|c|c|c|c|}
\hline
Total travel time w.r.t. path additions & MC & SO & UE \\
\hline
Monotonic non-increasing & ✓ & ✓ & ✗ \\
& Thm 3 & Thm 5 & Braess [13] \\
Supermodular (general case) & ✗ & ✗ & ✗ \\
& Thm 4 & Thm 5 & Thm 7 \\
Supermodular (special case) & ✓ & ✓ & ✓ \\
& Thm 6 & Thm 7 & Thm 7 \\
\hline
\end{tabular}
\end{table}
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paradigms are coordinated as they all require a centralised routing infrastructure, following three different optimisation objectives. We furthermore refer to MC and SO as cooperative routing, as they optimise for the system’s benefit, and to UE as self-interested routing, as it optimises for individual agents. We are interested in analysing the properties of total travel time for these routing problems under path additions to the transport network. We thus introduce the concepts of trip spanning tree and trip path graph which allow us to formalise what we consider an initial transport network and the space of its possible path additions. This model is then leveraged to prove our properties of interest.

Firstly, while Braess [13] has shown that total travel time is not monotonic non-increasing with respect to path additions under self-interested UE routing, we prove in our formulation that this does not occur for cooperative routing (MC and SO). This result has the important implication that cooperative agents make the best use of redundant paths in the network.

Secondly, we prove that the intuitive statement ‘adding a path to a transport network always grants greater or equal benefit to users than adding it to a superset of that network’ is false. In other words, we prove that total travel time is not supermodular with respect to path additions. This is valid both when agents are routed according to their own interest (UE) and when they are cooperating for the system’s benefit (MC and SO). We provide a counterexample to support our proofs. While this counter-intuitive result states that the supermodularity of path additions cannot be leveraged in approximation algorithms for general network optimisation, we provide particular instances where, instead, the property of supermodularity holds. In this scenario only parallel path additions are allowed, making it suitable to represent network design settings where physical additions can overlap but virtual network paths are kept parallel (e.g., by creating dedicated lanes).

Our results are summarised in Table I. This work contains the following contributions:

- We present the problem of network design via iterative path additions and we introduce a graph structuring framework for network design which leverages the new concepts of trip spanning tree and trip path graph. Braess’ example [13] fits in this framework.
- We prove that, for cooperative agents, the total travel time is monotonic non-increasing with respect to path additions.
- We prove with a counterexample that, in the general case, the total travel time is not supermodular with respect to path additions for both cooperative and self-interested agents.
- We introduce and prove a special case where supermodularity holds (i.e., restricted supermodularity) and can thus be leveraged for designing approximation algorithms for specific network design instances.

The paper is structured in the following way: Section II goes through the relevant related work, Section III discusses some preliminaries, in Section IV our formulation is introduced, Section V goes through the routing paradigms used, Section VI describes our formalization of the initial transport network and its extension via path additions, Section VII investigates the properties of total travel time with respect to path additions, discussing monotonicity and non-supermodularity, to then focus on particular supermodular instances, and, finally, Section VIII concludes the paper.

II. RELATED WORK

The problem of designing transport networks for traffic routing has been studied for a long time and goes by the name of Network Design Problem (NDP). It is also known as the Road Network Design Problem (RNDP) [17] and Transport Network Design Problem (TNDP) [18]. Extensive discussion on the topic can be found in [19, 10, 17]. The problem is usually formulated as a bilevel optimisation task. At the higher level, the network designer can make decisions that impact the network infrastructure. These decisions can be discrete (e.g., adding and removing edges) or continuous (e.g., extending the edge capacities). The objective of the network designer is usually to minimise the total travel time and, thus, the network congestion. Decisions involve physical network modifications which can be subject to a construction budget. At the lower level, agents see the network modifications and distribute in the resulting network according to their routing objective. Note that the designer cannot control directly the agents’ behaviour, but only influence it through environment optimisation. The designer’s goal is to minimise the total system travel time while respecting the construction budget. In other words, make the best use of network modifications in order to improve the routing performance according to the routing objective of choice. The NDP can also be viewed in a game theoretic framework, where the bilevel task is a Stackelberg leader-follower game [20] with agents in the lower level playing a cooperative (MC, SO) or non-cooperative (UE) game depending on the routing objective.

The nature of the decision variables at the higher level divides the NDP into the Continuous Network Design Problem (CNDP), which considers continuous network modifications, and the Discrete Network Design Problem (DNSP), which considers discrete network modifications. Typical decision variables for the CNDP are: road capacities [21, 22, 23], traffic light schedules [24, 25], and road tolls [26, 27]. Typical decision strategies for the DNDP are: new road construction [9, 28, 29], lane allocation [30, 31], and road capacity expansion [32, 33]. In this work, we introduce a novel formulation for the higher level of the DNDP, where we consider adding paths to a transport network. Therefore, the space of possible path additions constitutes our decision variables. The addition of a path can lead to the construction of zero or multiple new roads.

At the lower optimisation level, most existing works consider agents routed according to some form of User Equilibrium (UE) routing: a formulation that characterizes a non-cooperative game in which every agent is self-interested and chooses the fastest path for themself according to the current congestion, leading to a Nash equilibrium. Popular
variations of UE are: stochastic UE [34] which considers uncertainty in the travel time and dynamic UE [35] which considers dynamic user demands. The choice of UE for routing in the NDP literature is motivated by its fairness (agents travelling from the same origin to the same destination experience the same travel time) and by the intrinsic self-interested nature of humans. On the other hand, we argue that, with the introduction of CAVs, we will see a shift towards cooperative routing, as human self-interest will be replaced by autonomous cooperation. One example of this phenomenon is the recent introduction of autonomous mobility-on-demand vehicles [36], which, by cooperating through a central routing authority, are able to reduce traffic congestion. In the literature, few works use System Optimal (SO) routing for the lower level [37, 38]. Motivated by these considerations, in this work we provide results for both cooperative (MC, SO) and self-interested (UE) routing paradigms.

Our problem is an instance of the DNDP. The DNDP is generally NP-Hard [10]. Its hardness is caused by a series of factors. Firstly, even the most simple bilevel problem with linear upper and lower levels is strongly NP-Hard [39, 37]. Secondly, even if both levels are convex, the convexity of the bilevel problem cannot be guaranteed [40]. Lastly, the discrete formulation of our decision variables highlights the combinatorial nature of the problem. Therefore, it is computationally intractable to solve the problem exactly for large instances. A branch-and-bound algorithm and a SO relaxation for the lower bounds is proposed in [9]. Later, another branch-and-bound solution for agents routed using stochastic UE is introduced by [41]. However, these exact methods are computationally infeasible for large networks and, thus, some alternatives have been explored. Branch and backtrack heuristics have been used in [32], while metaheuristic hybrids based on ant colony optimisation are proposed in [33, 42]. The genetic algorithm represents one effective metaheuristic solution [43], which has also been applied to the CNDP [44, 45].

Although metaheuristics achieve supposedly good solutions, they do not provide suboptimality guarantees. This is a main obstacle for the adoption of such network design solutions by companies and traffic regulators [46]: the absence of guarantees lowers the marketability of heuristics and their unknown performance undermines the users’ trust. Furthermore, without an available optimal solution, the goodness of metaheuristics cannot even be measured a posteriori. On the other hand, by leveraging certain properties of the objective function, it is possible to design approximation algorithms with suboptimality bounds. Such algorithms present all the characteristics required by companies and traffic regulators: they are computationally efficient while providing goodness guarantees. In particular, for set functions that satisfy the property of diminishing returns, also known as sub/supermodularity, near-optimal approximations can be found [11]. There exist many works that exploit sub/supermodularity in particular instances of network design. An efficient topology optimisation algorithm for information diffusion is designed in [47]. In [48], submodularity is leveraged to achieve near-optimal sensor placement in traffic networks. Submodular network design to achieve desired algebraic rigidity properties is explored in [49]. Restricted supermodularity for robust network design is proved in [50]. While these works are able to exploit sub/supermodularity for network design, they all leverage particular problem formulations designed for their specific instance. Instead, in this work, we provide results on the properties of objective functions for network design both in general and special cases under multiple routing formulations in order to provide a comprehensive analysis.

III. PRELIMINARIES

We now introduce some preliminary concepts in transportation research and set functions. In Section III-A, we discuss the Braess’ paradox [13], which proves via counterexample that travel time of self-interested agents is not monotonic non-increasing with respect to path additions. This work relates to our study as we investigate the same property for cooperative agents. In Section III-B, we introduce supermodularity, a fundamental property of set functions leveraged in approximation algorithm design [11]. This property will be discussed in the context of transport network path additions in Section VII.

A. Braess’ paradox

One important result in traffic research is a routing paradox discovered by Braess [13] in 1968, which has since become known as the Braess’ paradox. Braess’ paradox states that, when users are routed according to UE, the total system travel time can increase after a new path is added to the network. In other words, it presents a proof that the total travel time of users routed in a network according to UE is not monotonic non-increasing with respect to path additions.

We can see how this phenomenon is not really a paradox as, when users are behaving according to UE, they behave according to self-interest and thus probably do not make the best use of the transportation infrastructure available. Braess illustrates this through a simple yet somewhat pathological example. However, Braess’ paradox has been shown to be commonplace in road networks [51, 52] and in large random networks [53].

Fig. 1: The Braess’ paradox network. Labels on the edges represent the flow-dependant travel time functions. This network shows that, when a flow of 6 must be routed from $s$ to $t$ according to UE, the total travel time increases after the addition of edge $(v, w)$. 

In Braess’ example, shown in Fig. 1, we consider a flow demand of 6 going from node \(s\) to node \(t\). The road travel time cost functions are reported on the respective edges of the graph. In the case where \((v, w)\) is not present in the network, the solutions to SO and UE routing coincide: all the users spread equally on the available paths, leading to a flow of 3 on the top edges and a flow of 3 on the bottom edges. Every user experiences the same travel time of \(50 + 3 + 10 \times 3 = 83\). This solution is both optimal for the users and for the system. On the other hand, if the edge \((v, w)\) is added to the network, the solution to the SO does not change, while self-interested users behaving according to UE see an opportunity to decrease their travel time by using the newly created path \((s, v) \rightarrow (v, w) \rightarrow (w, t)\). Thus, when the equilibrium is reached, we observe a flow of 2 in the previously available paths and a flow of 2 in the newly created one. Note that the flow on an edge is the sum of the flows on the paths passing through it, thus edge \((s, v)\) will have a flow of 4. In this UE scenario each user experiences the same travel time of 92. The increase in the total travel time of users behaving accordingly to UE after the addition of edge \((v, w)\) is: \(92 \times 6 = 552 - 498 = 54\).

Braess’ paradox informs us that extreme cation must be used when structuring transport networks, as it presents a counterexample to prove that total travel time is not monotonic with respect to path additions under UE routing. Our work extends this result by proving that total travel time is not supermodular with respect to path additions under either MC, SO or UE routing.

### B. Supermodularity

A fundamental component underlying this work is the property of supermodularity of set functions [54]. Before introducing such property, let us first define non-increasing monotonicity.

**Definition 1 (Monotonic non-increasing set function).** Let \(\Lambda\) be a set function defined as \(\Lambda : 2^G \rightarrow \mathbb{R}\), where \(2^G\) is the power set of the finite set \(G\). \(\Lambda\) is a monotonic non-increasing function of \(G\) if and only if for every \(A \subseteq B \subseteq G\) such that \(A \subseteq B \subseteq G\), we have that \(\Lambda(A) \leq \Lambda(B)\).

Simply put, if \(\Lambda\) is monotonic non-increasing, its output cannot increase when new elements are added to its current input. Let us now introduce supermodularity.

**Definition 2 (Supermodular set function).** Let \(\Lambda\) be a set function defined as \(\Lambda : 2^G \rightarrow \mathbb{R}\), where \(2^G\) is the power set of the finite set \(G\). \(\Lambda\) is a supermodular function of \(G\) if and only if for every \(A \subseteq B \subseteq G\) such that \(A \subseteq B \subseteq G\) and every \(x \in G \setminus B\), we have that

\[
\Lambda(A) - \Lambda(A \cup \{x\}) \geq \Lambda(B) - \Lambda(B \cup \{x\}).
\]

In other words, if \(\Lambda\) is supermodular and it represents some notion of cost, the utility of adding an element to its current input is always greater or equal than the utility of adding the same element to a superset of its current input.

It is fundamental to understand that none of these two properties implies the other. Therefore, a supermodular function can be non-monotonic.

### IV. PROBLEM FORMULATION

In this work, we study traffic on transport networks as flow traversing a graph. We denote each commodity (flow origin-destination pair) as a trip. The source and destination represent the extremities of the trip, and the demand represents the number of vehicles per time unit wishing to go from that origin to that destination. The edge cost represents the travel time. From this point on we will use the terms commodity and trip interchangeably.

Given an oriented graph \(G = (\mathcal{V}, \mathcal{E})\), where \(\mathcal{V}\) denotes the node set and \(\mathcal{E} \subseteq \mathcal{V} \times \mathcal{V}\) denotes the edge set, and a set of trips as \(\mathcal{M} = \{(s^m, t^m, d^m)\}_m\), where \(s^m \in \mathcal{V}\) is the origin of trip \(m\), \(t^m \in \mathcal{V}\) is the destination, and \(d^m \in \mathbb{R}_{>0}\) is the trip demand. We associate to each edge \((i,j) \in \mathcal{E}\) a cost \(c_{ij} \in \mathbb{R}_{>0}\) representing the travel time and a capacity \(u_{ij} \in \mathbb{R}_{>0}\) representing the maximum flow sustainable. Note that, in this formulation, we allow \(c_{ij} \neq c_{ji}\). The cost can be a scalar or a function, depending on the routing formulation (see Section V). Each node \(i \in \mathcal{V}\) has a demand \(d_i^m \in \mathbb{R}, \forall m \in \mathcal{M}\). We set the network demands \(d_i^m\) as indicated by:

\[
\forall i \in \mathcal{V}, \forall m \in \mathcal{M} \quad d_i^m = \begin{cases} -d^m & \text{if } i = s^m \\ d^m & \text{if } i = t^m \\ 0 & \text{otherwise} \end{cases}
\]

We observe that the total demand of the transport network is equal to zero \(\sum_{i \in \mathcal{V}} \sum_{m \in \mathcal{M}} d_i^m = 0\). We represent the vehicle flow of trip \(m \in \mathcal{M}\) on edge \((i,j) \in \mathcal{E}\) as \(x_{ij}^m \in \mathbb{R}_{\geq 0}\), where \(\sum_{m \in \mathcal{M}} x_{ij}^m = x_{ij}\) is the total flow on edge \((i,j)\). A summary of the notation used in the paper is available in IX-A.

We are interested in analysing the properties of routing under path additions. Therefore, to complement our problem formulation, in the next two sections we introduce the routing paradigms used (Sec. V) and how we formalise path additions (Sec. VI).

### V. BACKGROUND ON COORDINATED ROUTING

We now introduce the three coordinated routing formulations considered in this work: MC (Sec. V-A), SO (Sec. V-C), and UE (Sec. V-D). We refer to all of them as coordinated as they require a central authority to compute routing, but we furtherly denote MC and SO as cooperative, as vehicles are routed for the system’s benefit and UE as self-interested, as vehicles are routed according to their own interest.

#### A. Minimum cost multi-commodity network flow problem

The minimum cost multi-commodity network flow problem (MC) is a classic flow problem [14]. It is concerned with capacitated networks in which a constant cost is associated to every edge. Given a set of trips, each with a flow demand to be routed from an origin node to a destination node, we are interested in finding the optimal flow distribution in the
network such that the total cost is minimised. The shortest path problem and the maximum flow problem are special cases of the MC problem.

The routing problem consists in determining the optimal agent distribution on the network edges in order to route all the demand $d^m$ from $s^m$ to $t^m$, $\forall m \in \mathcal{M}$ while minimising the total cost. The problem is formalised as follows:

$$\min_{\{x^m_{ij}\}} \sum_{m \in \mathcal{M}} \sum_{(i,j) \in \mathcal{E}} x^m_{ij} c_{ij} \quad (1a)$$

s.t.

$$\sum_{m \in \mathcal{M}} x^m_{ij} \leq u_{ij} \quad \forall (i, j) \in \mathcal{E} \quad (1b)$$

$$x^m_{ij} \geq 0 \quad \forall (i, j) \in \mathcal{E}, \forall m \in \mathcal{M} \quad (1c)$$

$$\sum_{(j: (j,i) \in \mathcal{E})} x^m_{ji} - \sum_{(i: (i,j) \in \mathcal{E})} x^m_{ij} = d^m \quad \forall i \in \mathcal{V}, \forall m \in \mathcal{M}, \quad (1d)$$

where the objective function (1a) minimises the total travel time over all trips. Constraint (1b) ensures that the sum of the flows from different trips on each edge does not exceed the maximum capacity. Constraint (1c) ensures that no flow is negative. Constraint (1d) ensures flow conservation.

**Path formulation.** According to the flow decomposition theorem, first introduced by [55], we can reformulate the MC problem using the distribution of flow over paths instead of the ones illustrated in the edge formulation of MC.

For every trip $m \in \mathcal{M}$, let $P^m$ denote the set of all possible paths from $s^m$ to $t^m$ and $P = \bigcup_{m \in \mathcal{M}} P^m$ the union of such sets. The constant cost $c_p$ of a path is defined as the sum of the constant cost of its edges $c_p = \sum_{(i,j) \in P} c_{ij}$. We also define as $x_p$ the flow on path $p \in P^m$ and as $\mathbf{x}$ the vector of all path flows $x_p$, $\forall p \in P$. The path formulation goes as follows:

$$\min \mathbf{x} \sum_{p \in P} x_p c_p \quad (2a)$$

s.t.

$$\sum_{p \in P: (i,j) \in P} x_p \leq u_{ij} \quad \forall (i, j) \in \mathcal{E} \quad (2b)$$

$$x_p \geq 0 \quad \forall p \in P \quad (2c)$$

$$\sum_{p \in P^m} x_p = d^m \quad \forall m \in \mathcal{M}, \quad (2d)$$

where the objective function and the constraints map exactly to the ones illustrated in the edge formulation of MC.

---

**B. Flow-dependant cost**

In reality, it is often not possible to map the travel time of road segments to a constant cost. In fact, the travel time required to traverse a road is highly dependent on its congestion. It can be modeled by a continuous monotonic increasing function mapping the current flow on an edge to travel time. In this work, we will consider two popular travel time functions used in traffic research, but our theoretical results remain valid for any reasonable convex travel time function.

1) *Greenshields affine velocity function:* This function was introduced by Greenshields in 1935 [56] and still remains a useful mathematical model thanks to its simplicity. It is well-known in traffic simulation research [57, 58]. It is defined as follows:

$$c_{ij}(x_{ij}) = \frac{l_{ij}}{v_{ij}^\text{max} (1 - \frac{x_{ij}}{u_{ij}})}, \quad (3)$$

where $v_{ij}^\text{max}$ is the maximum velocity allowed on edge $(i, j)$ and $l_{ij}$ is the length of the edge $(i, j)$. Note that the input variable $x_{ij}$ has to be a feasible assignment and thus $0 \leq x_{ij} \leq u_{ij}$. The function models a convex hyperbolic relation between congestion and travel time.

2) *The Bureau of Public Roads (BPR) cost function:* Another frequently considered convex latency function is the Bureau of Public Roads (BPR) cost function [59, 60]. The function is computed as

$$c_{ij}(x_{ij}) = c_{ij}^0 \left(1 + \alpha_{ij} \left(\frac{x_{ij}}{u_{ij}}\right)^\beta_{ij}\right), \quad (4)$$

where $c_{ij}^0$ and $u_{ij}$ are the free-flow time and capacity of link $(i, j)$, respectively, and $\alpha_{ij}$ and $\beta_{ij}$ are shape parameters which can be calibrated to data. By tuning these parameters a wide variety of functions can be represented, including the ones discussed in Section III-A used by Braess to exacerbate his paradox [13].

**C. System optimal (SO) routing**

Now we can use the cost functions just introduced to extend our formulation of the MC problem. Each edge $(i,j) \in \mathcal{E}$ is assigned the flow-dependant cost function $c_{ij}(x_{ij})$. The vector of edge cost functions $c_{ij}(x_{ij})$ is noted as $\mathbf{c}$. We call the triple $(G, \mathcal{M}, \mathbf{c})$ an instance. The cost of a path $p \in P$ with respect to a flow $x_p$ is defined as the sum of the cost of the edges in the path $c_p(x_p) = \sum_{(i,j) \in P} c_{ij}(x_{ij})$.

The optimal flows are then characterised by the following System Optimal (SO) [15] routing problem:

$$\min \mathbf{x} \sum_{p \in P} x_p c_p(x_p) \quad (5a)$$

s.t.

$$x_p \geq 0 \quad \forall p \in P \quad (5b)$$

$$\sum_{p \in P^m} x_p = d^m \quad \forall m \in \mathcal{M}, \quad (5c)$$

---

A path is a a is a walk in which all vertices (and therefore also all edges) are distinct.
where constraint (5b) states that all flows must be non-negative and constraint (5c) imposes the conservation of flow for each trip. Note that the SO problem corresponds to the MC problem with flow-dependant travel time functions and without the strict edge capacity constraints.

Since the local and global optima of a convex function on a convex set coincide [61], we know that a locally optimal solution for SO is also globally optimal whenever the objective function (5a) is convex. By construction, we consider only convex cost functions, like the ones introduced in Section V-B. The path cost $c_p(x_p)$ and the SO objective are thus also convex, since a non-negative weighted sum of convex functions is still convex. From [15] we know that a flow is locally (and globally) optimal if and only if moving flow from one path to another can only increase the global cost (5a). That is, we expect to have optimality when the marginal benefit of decreasing flow on a $s^m - t^m$ path is at most the marginal cost of increasing flow on another $s^m - t^m$ path. The following lemma formalises this intuition. Let us denote the effective cost $k_{ij}(x_{ij}) = x_{ij}c_{ij}(x_{ij})$. We write the derivative of $k_{ij}$ as $k'_{ij}$ and define $k'_p(x_p) = \sum_{(i,j) \in P} k'_{ij}(x_p)$. We then have:

**Lemma 1** ([62, 63, 15]). The flow vector $x$ computed by SO routing on an instance $(G, M, c)$ is optimal if and only if for every $m \in M$ and any pair $p_1, p_2 \in P^m$ with $x_{p_1} > 0$, we have $k'(x_{p_1}) \leq k'(x_{p_2})$.

The solution to the SO routing problem thus characterises the scenario where all users choose their paths in order to minimise the total system travel time or, in other words, the social cost.

**D. User equilibrium (UE) routing**

By solving the SO problem we optimise for total system travel time. On the other hand, some agents could experience longer travel times than others on the trip for the system’s benefit. Due to this characteristic, we define SO as unfair.

A fair assignment is the User Equilibrium (UE). It induces a Nash equilibrium in which no user can improve their travel time (cost) by choosing a different route. It is also known as Wardrop equilibrium [16]. This equilibrium emerges when we consider the routing problem as a non-cooperative game, where each agent, seen as a fraction of the flow, is routed on the fastest route available according to the current traffic conditions. In this sense, agents routed according to UE can be defined as self-interested.

**Lemma 2** ([15]). A feasible flow $x$ for instance $(G, M, c)$ is at UE if and only if for every $m \in M$ and any pair $p_1, p_2 \in P^m$ with $x_{p_1} > 0$, we have $c_{p_1}(x_{p_1}) \leq c_{p_2}(x_{p_2})$.

In particular, if a flow is at UE, all the paths of trip $m$ for which $c_p > 0$ have the same cost $C_m$.

**Lemma 3** ([15]). If a flow is at UE for instance $(G, M, c)$, then the total cost is computed as

$$\sum_{p \in P} x_p c_p(x_p) = \sum_{m \in M} d^m C_m. \quad (6)$$

This means that all agents on the same trip will arrive at the same time to their destination under UE. The convexity guarantees of SO are valid also in this case and, in particular, we have strong existence guarantees for the equilibrium.

**Lemma 4** ([15]). Given an instance $(G, M, c)$, if there exists a feasible flow assignment, there always exists a feasible flow assignment at UE. Furthermore, given two assignments at UE, they will have the same total cost (travel time) (shown in Eq. (6)).

Lastly, let us define the UE routing problem as follows:

$$\min_{x} \sum_{(i,j) \in E} \int_{0}^{x_{ij}} c_{ij}(\tau) d\tau \quad (7a)$$

s.t.

$$x_p \geq 0 \quad \forall p \in P \quad (7b)$$

$$\sum_{p \in P^m} x_p = d^m \quad \forall m \in M \quad (7c)$$

$$x_{ij} = \sum_{p \in P^i \cup (i,j)} x_p \quad \forall (i,j) \in E, \quad (7d)$$

where the constraints are the same as in the SO case, with the addition of (7d), which states that the flow on an edge is equal to the sum of the flows of the paths passing through it. This addition is necessary as in the objective (7a) we sum over edges instead of paths.

**E. Differences between SO and UE routing**

The SO and UE problems are different. In particular, when considering the UE formulation, we trade-off total travel time for fairness and self-interest.

However, by looking at Lemmas 1 and 2, we can notice some similarities. The striking similarity between the characterizations of optimal solutions to the SO and UE problems was noticed early on [62], and provides an interpretation of a system optimal flow as a flow at UE with respect to a different set of edge cost functions [15]. To make this relationship precise, denote the marginal cost of increasing flow on edge $(i, j)$ by $c'_{ij}(x_{ij}) = k'_{ij}(x_{ij}) = (x_{ij}c_{ij}(x_{ij}))' = c_{ij}(x_{ij}) + x_{ij}c'_{ij}(x_{ij})$. Lemmas 1 and 2 yield the following corollary.

**Corollary 1** ([15]). Let $(G, M, c)$ be an instance and $c^*$ be the vector of marginal cost functions defined as above. Then, a flow feasible for $(G, M, c)$ is SO if and only if it is at UE for the instance $(G, M, c^*)$.

Both routing strategies represent convex nonlinear optimisation problems, which can be solved by traditional gradient-based techniques such as the Frank-Wolfe algorithm [64, 65]. The cost trade-off in total travel time between SO and UE is known as “The price of anarchy” [66, 67]. Note that, in a
network with constant costs, the optimal solution of SO and UE is the same as that of the MC problem (assuming we ignore the capacity constraint (1b)).

**Example 1.** Let us consider the example shown in Fig. 2, first introduced by Pigou [68] to illustrate the difference between SO and UE routing. In this simple scenario we consider only one trip, from \(s\) to \(t\), with a demand of 1 unit of flow. In the network there are only two paths, represented as edges. The travel time of such paths is indicated by \(c_1(x_1)\) and \(c_2(x_2)\), which are functions of the flow. The flow routed on the upper road is indicated as \(x_1\), while the flow on the lower road is \(x_2\).

![Fig. 2: Pigou’s example to illustrate the difference between UE and SO.](image)

If the users are routed according to UE, the flow will distribute such that all the users experience the same travel time. This leads to a UE where all the flow is routed on the lower road \((x_1 = 0, x_2 = 1)\), yielding \(x_1c_1(x_1) = c_2(x_2) = 1\). The total system travel time in this case is \(x_1c_1(x_1) + x_2c_2(x_2) = 1\). On the other hand, if we optimise for the SO, the flow distributes equally among the two paths, UE routes all the flow on the lower path to guarantee equal costs on the two paths.

<table>
<thead>
<tr>
<th>Routing</th>
<th>(x_1)</th>
<th>(x_2)</th>
<th>Total travel time</th>
</tr>
</thead>
<tbody>
<tr>
<td>User Equilibrium</td>
<td>0</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>System Optimal</td>
<td>0.5</td>
<td>0.5</td>
<td>0.75</td>
</tr>
</tbody>
</table>

**VI. PATH ADDITIONS**

Now that we have introduced the routing problems of interest, we turn our attention to the transport network on which vehicles are routed, represented as a graph. We are interested in developing a formulation for the incremental construction of the graph which enables us to formally reason about the properties of path additions. We introduce two concepts: the **trip spanning tree** and the **trip path graph**. These two components allow us to simply model path additions in a modular framework, which is also able to represent the example introduced by Braess’ [13].

We consider graphs of the type introduced in Section IV. All the graphs we will consider, will be subgraphs of a **template graph** \(G_T\). This template graph is used to limit the space of possible path additions. In this work we consider the template graph to be a square grid lattice with bidirectional edges, but any template choice is equally valid.

As we are interested in analysing the properties of path additions to a transport network, we have to start by defining an initial feasible graph which we aim to extend. Therefore, we start by introducing the concept of **trip spanning tree**.

**Definition 3 (Trip spanning tree).** Given a template graph \(G_T\) and a set of trips \(M = \{(s^m, t^m, d^m)\}_m\), a trip spanning tree is a directed graph \(G_T = (V_T, E_T)\), subgraph of \(G_T\), with the following four properties:

1. \(s^m, t^m \in V_T\), \(\forall m \in M\)
2. \(|P_m| = 1\), \(\forall m \in M\)
3. \(\forall n \in V_T\), \(\exists m \in M\), \(p \in P_m : n \in p\)
4. \(\sum_{m \in M} \sum_{p \in P_m : (i,j) \in p} d_m \leq u_{ij}\) \(\forall (i,j) \in E_T\).

Property (1) states that a trip spanning tree must contain the source and destination of every trip. Property (2) states that for each origin-destination pair there exists exactly one path connecting them in the trip spanning tree. Property (3) states that every node in the trip spanning tree must be part of a path connecting one trip’s origin to its destination. Property (4) states that the capacity of the edges in the trip spanning tree must be sufficient to guarantee a feasible solution to the MC problem. These properties are designed to make the trip spanning tree an initial feasible graph for the routing problem. Note that the trip spanning tree is not unique with respect to the problem instance.

Let us now define the possible path additions through the concept of **trip path graph**.

**Definition 4 (Trip path graph).** Given a template graph \(G_T\) and a set of trips \(M = \{(s^m, t^m, d^m)\}_m\), we denote a trip path graph, with respect to trip \(m \in M\), as a graph \(G_{m_x} = (V_{m}, E_{m_x})\), subgraph of \(G_T\), with the following properties:

1. \(s^m, t^m \in V_{m}\)
2. \(|P_m| = 1\)
3. \(\forall n \in V_{m}, p \in P_m : n \in p\)

A trip path graph is thus a path graph which contains only a path from one trip’s source to its destination. The number of possible trip path graphs for trip \(m\) is dependent on the template graph \(G_T\) and is indexed by \(x\). Property (1) states that the origin and destination of such trip must belong to the trip path graph. Property (2) states that the trip path graph must contain only one path between these two. Property (3) states that all the nodes belonging to the trip path graph must belong to such path. Therefore, a trip path graph is a trip spanning tree with respect to only one trip, without the guarantees given by Property (4) of a trip spanning tree. Note that the Braess paradox (Fig. 1) can be formulated according to this framework. Here a trip path graph \((s, v, w, t)\) is added to a trip spanning tree that has already undergone one path addition.

The trip spanning tree and the trip path graphs allow us to model the subsequent addition of paths to an initial
graph. We describe this through graph unions. We denote the graph obtained by adding a trip path graph \( G_{p} = (V_{p}, E_{p}) \) to the trip spanning tree \( G_{T} = (V_{T}, E_{T}) \) as \( G_{T⊕p} = (V_{T}∪V_{p}, E_{T}∪E_{p}) \). Note that, by this addition, the trip path graph can introduce multiple new nodes and edges not previously contained in the trip spanning tree and thus also multiple new paths for each trip. The number of new paths introduced is limited only by the template graph \( G_{T} \) (remembering that \( G_{T} \subseteq G_{T} \) and \( G_{m} \subseteq G_{T} \)).

We illustrate the concept of trip spanning tree and trip path graph addition with an example, shown in Fig. 3. In this simple example we have only two trips \( M = \{(s^{1}, t^{1}, d^{1}), (s^{2}, t^{2}, d^{2})\} \). We instantiate a possible trip spanning tree \( G_{T} \) and a possible trip path graph \( G_{1} \) (Fig. 3b) for trip 1. The resulting graph union \( G_{T⊕G_{1}} \) is shown in Fig. 3c. Despite \( G_{1} \) has four edges, only one new edge is added to the graph, since the other edges were already present. Furthermore, note that, in this case, \( G_{1} \) adds one path for trip 1 and no paths for trip 2. This is not always the case as adding a trip path graph for trip \( m \) could introduce new paths for other trips as well.

Let us introduce some further notation related to graph unions. We consider a graph \( G_{A} = (V_{A}, E_{A}) \), obtained after \( n ≥ 0 \) trip path graph additions to a trip spanning tree, and a trip path graph \( G_{m} = (V_{m}, E_{m}) \). We denote with \( P_{A}^{m} \) the set of all paths for trip \( m \) in \( G_{A} \), with \( P_{m_{s}} = \bigcup_{A} P_{m} \) the set of all paths added by \( G_{m} \) to \( G_{A} \) for trip \( m \), and with \( P_{m_{s}} = \bigcup_{A} P_{m} \) the set of all paths for trip \( m \) in \( G_{m_{s}} \). Note that \( P_{m}^{m_{s}⊕A} = P_{m_{s}}^{m_{s}} \setminus P_{A}^{m} \). From this definition we obtain that \( P_{m_{s}}^{m_{s}⊕A} = P_{m_{s}}^{m_{s}} \setminus P_{A}^{m} \), with \( P_{m_{s}}^{m_{s}} \cap P_{A}^{m} = \emptyset \). We also define \( P_{A} = \bigcup_{m_{s}∈A} P_{m_{s}}^{m_{s}} \).

Let us look at another example for this notation. Suppose that there exists only one trip \( M = \{(s^{1}, t^{1}, d^{1})\} \). In Figure 4, we can see a trip spanning tree \( G_{T} \) for trip 1 (shown in black) and a trip path graph \( G_{1s} \) for the same trip (shown in orange). Therefore, we will have \( |P_{1}^{1}| = |P_{1}^{1}| = 1 \). These two sets will contain the black and the orange path respectively. The set \( P_{1}^{1} = P_{1}^{1} \setminus P_{1}^{1} \) will contain four paths: three of which come from the set \( P_{1}^{1} \), which contains the path in \( P_{1}^{1} \) \((s^{1}, w, r, v, g, h, t^{1})\) and two new induced paths \((s^{1}, v, g, h, t^{1}),(s^{1}, w, r, v, t^{1})\) and the last being the original path present in \( P_{1}^{1 \setminus I} \) \((s^{1}, v, t^{1})\).

**VII. PROPERTIES OF PATH ADDITIONS**

Having defined the problem of path additions, we turn our attention to its properties and, in particular to monotonicity and supermodularity.

Let us start by introducing the functions we will analyse. Given a graph template \( G_{T} \) with constant edge costs, a set of trips \( M \), and a trip spanning tree \( G_{T} \), we denote as \( G \) the finite set of all possible trip path graphs. Note that \( G = \bigcup_{m_{s}∈A} G_{m_{s}} \) is the union of the disjoint sets of trip path graphs for each trip, where \( G_{m_{s}} = \{G_{m_{s},1}, G_{m_{s},2}, \ldots, G_{m_{s},n}\} \) is the set of all trip path graphs for trip \( m \). We then define \( \Lambda_{MC} : 2^{G} \rightarrow \mathbb{R}_{>0} \) which takes as input a subset of \( G \), adds it to \( G_{T} \), and outputs the cost of the MC routing on the resulting graph. This function can be written as follows:

\[
\Lambda_{MC}(A) = \sum_{p∈P_{A}^{A}} x_{p}^{MC} v_{p},
\]

where \( x_{p}^{MC} \) is the solution to the MC problem on graph \( G_{A} = \bigcup_{m_{s}∈A} G_{m_{s}} \). A is a set of trip path graphs, equally identified
by the union of all the graphs in it, which we denote as $G_A = \bigcup_{G_z \in A} G_z$, containing the set of paths $P_A$. The trip spanning tree $G_T$ guarantees that when $\Lambda_{\text{MC}}$ is computed on the empty set $(\Lambda_{\text{MC}}(\emptyset))$ there is still a feasible flow for each trip and each trip’s source is connected to its destination.

Similarly, we define $\Lambda_{\text{SO}}$ and $\Lambda_{\text{UE}}$, which operate on graphs with flow-dependant cost functions. We call $H$ the set of all possible trip path graphs drawn from a template with flow-dependant costs. $\Lambda_{\text{SO}}, \Lambda_{\text{UE}} : 2^H \rightarrow \mathbb{R}_{>0}$ are defined as follows:

$$\Lambda_{\text{SO}}(A) = \sum_{p \in P_{A \oplus I}} x_p^{\text{SO}} c_p(x_p^{\text{SO}})$$

$$\Lambda_{\text{UE}}(A) = \sum_{p \in P_{A \oplus I}} x_p^{\text{UE}} c_p(x_p^{\text{UE}}),$$

where $x^{\text{SO}}$ and $x^{\text{UE}}$ are the solutions to the SO and UE flow problems on graph $G_{A \oplus I}$.

It is important to understand that $\Lambda_{\text{MC}}$ could be a particular case of $\Lambda_{\text{SO}}$ with constant costs. The only difference is that $\Lambda_{\text{MC}}$ is subject to the capacity constraint (1b) of the MC problem. While this constraint is ensured to be satisfied for the trip spanning tree (Property 4), we do not enforce the same for path additions.

We can use the functions just introduced to define NDPs via path additions. The problems will consist in minimizing one of the three functions introduced (depending on the routing formulation), subject to cardinality constraints, construction budgets, or general constraints formulated as matroids. The lower level of these NDPs is encapsulated in our objective functions.

To understand whether we can design near-optimal approximation algorithms for these NDPs, we are now interested in analysing the properties of the functions just introduced.

### A. Monotonicity

Let us analyse the monotonicity of $\Lambda_{\text{MC}}, \Lambda_{\text{SO}}, \Lambda_{\text{UE}}$.

**Theorem 1** ([13]). $\Lambda_{\text{UE}}$ is not a monotonic non-increasing set function of the set $H$.

*Proof. The proof is provided by the Braess’ paradox [13]. His counterexample is discussed in Section III-A.*

**Theorem 2.** $\Lambda_{\text{SO}}$ is a monotonic non-increasing set function of the set $H$.

*Proof. The proof can be found in IX-B.*

**Theorem 3.** $\Lambda_{\text{MC}}$ is a monotonic non-increasing set function of the set $G$.

*Proof. The proof can be found in IX-C.*

The intuition behind the proofs of monotonicity is simple: when the objective is to minimise the social cost, like in MC and SO, the addition of a path can either provide a decrease in total cost or be ignored\(^2\) by the agents. This is not the case for UE, as shown by Braess.

**B. Supermodularity**

The property of supermodularity of path additions can be informally explained through the following statement: ‘adding a path to a transport network always grants greater or equal benefit to users than adding it to a superset of that network’. Although this property may appear intuitive at first, we show that it does not hold in general, even in the case where all the agents are cooperating to minimise the social cost. As in Braess’ work, we present a counterexample to support our proofs, shown in Fig. 5 and 6.

![Fig. 5: Network used as counterexample to the supermodularity of path additions (Theorems 4, 5). In this example we have a trip spanning tree (shown in black) and two trip path graphs (shown in blue and orange). Fig. 6 explains this counterexample step by step.](image)

If one can prove that a function $\Lambda : 2^C \rightarrow \mathbb{R}_{>0}$ is not supermodular on a set $C' \subseteq C$, it follows that $\Lambda$ is not supermodular on $C$. Therefore, to increase the generality of our proofs, we restrict the set of possible path additions by considering only trip path graphs that do not share any edges among them and with the trip spanning tree and have the same cost function and parameters for each edge. The sets $G$ and $H$ are thus restricted to

$$G' = \{G_x | G_x \in G \land \forall G_y \in G' (G_y \neq G_x \rightarrow \mathcal{E}_x \cap \mathcal{E}_y \cap \mathcal{E}_I = \emptyset \land \forall (i, j) \in \mathcal{E}_x, \forall (k, z) \in \mathcal{E}_y (u_{ij} = u_{kz} \land e_{ij} = e_{kz}))\}$$

$$H' = \{G_x | G_x \in H \land \forall G_y \in H' (G_y \neq G_x \rightarrow \mathcal{E}_x \cap \mathcal{E}_y \cap \mathcal{E}_I = \emptyset \land \forall (i, j) \in \mathcal{E}_x, \forall (k, z) \in \mathcal{E}_y, \forall t \in \mathbb{R}_{>0} (e_{ij}(t) = e_{kz}(t)))\}.$$
Theorem 4. \(\Lambda_{MC}\) is not a supermodular set function of the set \(\mathcal{G}'\).

Proof. We present a proof by counterexample. It is show that this is valid also in the case of only one trip. Thus, it is sufficient to show that we can find \(\{x\}, \mathcal{Y} \subseteq \mathcal{G}'\) such that
\[
\Lambda_{MC}(\emptyset) - \Lambda_{MC}(\{x\}) < \Lambda_{MC}(\mathcal{Y}) - \Lambda_{MC}(\mathcal{Y} \cup \{x\}).
\] (9)

Let us consider the graph depicted in Fig. 5. This transport network is composed by: the trip spanning tree \(G_T\), shown in black, the trip path graph \(G_{1x} = \mathcal{Y}\), shown in blue, and the trip path graph \(G_{1x} = x\), shown in orange.

The network has the following parameters:
- There is only one trip \(\mathcal{M} = \{(s^1, t^1, 1)\}\)
- Every edge has a capacity \(\geq 1\)
- Edges in the trip spanning tree have a cost of 3
- All other edges have a cost of 1.

\(\Lambda_{MC}(\emptyset) = 9\) since all the agents are forced on the only available path (provided by \(G_T\)). \(\Lambda_{MC}(\{x\}) = 9\) since the addition provides three new paths, all with the same cost of 9. \(\Lambda_{MC}(\mathcal{Y}) = 7\) since now the blue path has the best cost and it can sustain all the flow. \(\Lambda_{MC}(\mathcal{Y} \cup \{x\}) = 5\) since the blue and orange paths compose to form a solution with cost 5.

Therefore, Equation (9) holds. The counterexample is furtherly illustrated in Fig. 6.

![Fig. 6: Visualisation of our counterexample (Theorems 4, 5) illustrating the non-supermodularity of path additions to transport networks. The cost represents the total travel time. In this scenario, the utility (shown as cost difference) of adding the orange path to the black-and-blue network is greater than the utility of adding the orange path just to the black subnetwork. This shows that the utility is not diminishing and, thus, the total travel time of coordinating agents is not supermodular with respect to path additions.](image)

Theorem 5. \(\Lambda_{SO}\) and \(\Lambda_{UE}\) are not supermodular set functions of the set \(\mathcal{H}'\).

Proof. The counterexample and the network structure are the same as in the proof of Theorem 4. The parameters are the following:
- There is only one trip \(\mathcal{M} = \{(s^3, t^1, 5)\}\)
- Every edge has a capacity \(u_{ij} = 10\)
- Edges have a length \(l_{ij} = 1\) and a speed limit \(v_{ij}^{max} = 1\)
- The Greenshields affine velocity function (Sec. V-B.1) is used as the edge cost function.

To compute the \(\Lambda_{SO}\) and \(\Lambda_{UE}\) values of Equation (9), we use the Frank-Wolfe convex optimisation algorithm\(^3\) [65]. We confirm the obtained values by exact hand calculations. When solving Equation (9) for \(\Lambda_{SO}\) we now obtain:
\[
\Lambda_{SO}(\emptyset) - \Lambda_{SO}(\{x\}) < \Lambda_{SO}(\mathcal{Y}) - \Lambda_{SO}(\mathcal{Y} \cup \{x\})
\]
\[
30 - 29.28 < 27.47 - 24.97.
\]
While for \(\Lambda_{UE}\) we obtain:
\[
\Lambda_{UE}(\emptyset) - \Lambda_{UE}(\{x\}) < \Lambda_{UE}(\mathcal{Y}) - \Lambda_{UE}(\mathcal{Y} \cup \{x\})
\]
\[
30 - 30 < 30 - 26.66.
\]
Both equations hold.

The same result can be shown with the BPR cost function (Sec. V-B.2) for various choices of \(\alpha_{ij}\) and \(\beta_{ij}\).

While the non-supermodularity of \(\Lambda_{UE}\) was foreseeable given its non-monotonicity, the non-supermodularity of path additions for cooperative routing (\(\Lambda_{MC}\) and \(\Lambda_{SO}\)) characterises an important insight for transport network designers.

C. Supermodularity of parallel paths

Having proven the non-supermodularity of our functions on \(\mathcal{G}'\) and \(\mathcal{H}'\), we are now concerned with the following question: is there a subset of the space of possible path additions where we can prove supermodularity? The answer to this question is positive. We will now illustrate such subsets and the relative supermodularity proofs for MC (Sec. VII-C.1) and for SO and UE (Sec. VII-C.2).

1) MC: To prove supermodularity in the MC problem, we now consider the case of parallel trip path graphs. In particular, we also restrict our attention to the single trip case, as, due to the parallel nature of the paths we consider, each trip can be treated independently.

Thus, given a trip \((s, t, d)\), we restrict the space of possible trip path graph additions to
\[
\mathcal{G}'' = \{G_x | G_x \in \mathcal{G} \land \forall (i, j) \in E_x(u_{ij} \geq d) \land \forall G_y \in \mathcal{G}' \land (G_y \not= G_x \rightarrow E_x \cap E_y \cap E_x = \emptyset \land \forall x, y \in \mathcal{G} \land \forall y \in \{s, t\})\},
\]
which means that we only consider parallel trip path graphs with different costs which can individually hold all the demand.

The graphs considered in this section are obtained after multiple additions (taken from \(\mathcal{G}'\)) to a spanning tree. They will be represented using two nodes: origin \((s)\) and destination \((t)\), and a set of directed edges, representing the parallel paths connecting \(s\) with \(t\). Each path has a cost \(c_p = \sum_{(i,j) \in p} c_{ij}\) and a capacity \(u_p = \min_{(i,j) \in p} u_{ij}\). An example of such network can be seen in Figure 7.

In this scenario, the MC assignment becomes trivial, as the best solution is always to route the whole flow demand

\(^3\)https://github.com/matteobettini/Traffic-Assignment-Frank-Wolfe-2021
Fig. 7: An example of a graph in the single trip parallel paths case. Here we can see the trip spanning tree and some trip path graphs numbered from 1 to $n$. The notation on the edges shows cost and capacity of each path, separated by a comma.

on the minimum cost path available in the graph. Hence, we can rewrite $\Lambda_{MC}$ as follows:

$$\Lambda_{MC}(A) = \sum_{p \in P_{A \oplus B}} \chi_{p}^{MC} c_{p} = d \min \{ c_{p} | p \in P_{A \oplus B} \}. \quad (10)$$

**Lemma 5.** Given the sets of paths $P_{A}$ and $P_{B}$ obtained respectively from graphs $G_{A}, G_{B}$, we have that $P_{A} \cup P_{B} \subseteq P_{A \oplus B}$. 

Proof. The proof follows from the fact that graph $G_{A \oplus B}$ is defined as $G_{A \oplus B} = G_{A} \cup G_{B}$ and thus we can write $P_{A} \cup P_{B} \subseteq P_{A \oplus B}$. Hence, we can rewrite the thesis of Lemma 5 as $P_{A} \cup P_{B} \subseteq P_{A \oplus B}$ which is true by the definition of the union over sets.

**Theorem 6.** $\Lambda_{MC}$ is a supermodular set function of the set the set $\mathcal{G}''$.

Proof. The proof can be found in IX-D.

The proof depends on the fact that each path can sustain the entire flow. Therefore, the addition of a new path can either:

- Make no change (because it has a higher cost than the best path already in the graph) and will continue to make no change when considering adding it to a superset of the graph.
- Make an improvement (because it is the new best path). The improvement is its cost minus the previous best cost. Adding this path to superset of the graph will at best make the same improvement (if the superset graph has the same best cost) or a smaller improvement (if the superset graph has a better best cost than previously).

2) SO and UE: To prove supermodularity in the SO and UE problem, we consider the case of parallel identical trip path graphs. In particular, we restrict our attention to the single trip case, as, due to the parallel nature of the paths we consider, each trip can be treated independently. The set of possible path additions is $\mathcal{H}'' \subseteq \mathcal{H}$, defined as

$$\mathcal{H}'' = \{ G_{x} | G_{x} \in \mathcal{H} \land \forall G_{y} \in \mathcal{H}'' (G_{y} \neq G_{x} \rightarrow \mathcal{E}_{x} \cap \mathcal{E}_{y} \cap \mathcal{E}_{z} = \emptyset \land \mathcal{V}_{x} \cap \mathcal{V}_{y} \cap \mathcal{V}_{z} = \{ s, t \} \land \forall p \in P_{x}, \forall k \in P_{y}, \forall t \in \mathbb{R}_{\geq 0} (c_{p}(t) = c_{k}(t))) \}. $$

All the paths being identical, we can treat them as edges with the same length $l$, the same maximum velocity $v_{\text{max}}$ and the same capacity $u$. Thanks to these assumptions, we can use the following flow assignment:

$$x_{p} = \frac{d}{n_{p}} \forall p \in P,$$  \hspace{1cm} (11)

where $n_{p} = |P|$ is the number of parallel paths available. We show that this assignment is optimal for both SO and UE on $\mathcal{H}''$ when using Greenshields’ cost function.

**Lemma 6.** Given an instance $(G_{A \oplus B}, \mathcal{M}, c)$ where $\mathcal{A} \subseteq \mathcal{H}''$, $\mathcal{M} = \{ (s, t, d) \}$, and $c$ is a vector of Greenshields affine velocity functions, assignment (11) is an optimal solution for the SO problem.

Proof. By Lemma 2 we know that if we can show that $\forall m \in \mathcal{M}$ and $p_{1}, p_{2} \in P_{A \oplus B}$ with $x_{p_{1}} > 0$, we have $c_{p_{1}}(x_{p_{1}}) \leq c_{p_{2}}(x_{p_{2}})$ then the assignment is at UE.

Given that all paths are identical and, under assignment (11), all flows are positive, we can rewrite

$$c_{p_{1}}(x_{p_{1}}) \leq c_{p_{2}}(x_{p_{2}})$$

as

$$\frac{l}{v_{\text{max}} \left( 1 - \frac{d}{|P_{A \oplus B}|} \right)} \leq \frac{d}{v_{\text{max}} \left( 1 - \frac{d}{|P_{A \oplus B}|} \right)},$$

which is always true.

**Lemma 7.** Given an instance $(G_{A \oplus B}, \mathcal{M}, c)$ where $\mathcal{A} \subseteq \mathcal{H}''$ and $\mathcal{M} = \{ (s, t, d) \}$, and $c$ is a vector of Greenshields affine velocity functions, assignment (11) is an optimal solution for the UE problem.

Proof. By Lemma 1 we know that if we can show that $\forall m \in \mathcal{M}$ and $p_{1}, p_{2} \in P_{A \oplus B}$ with $x_{p_{1}} > 0$, we have $k'_{p_{1}}(x_{p_{1}}) \leq k'_{p_{2}}(x_{p_{2}})$ then the assignment is at UE.

Given that all paths are identical and, under assignment (11), all flows are positive, we can rewrite

$$k'_{p_{1}}(x_{p_{1}}) \leq k'_{p_{2}}(x_{p_{2}})$$

as

$$\left( \frac{d}{|P_{A \oplus B}|} \right) \left( \frac{l}{\frac{1}{v_{\text{max}}} - \frac{d}{|P_{A \oplus B}|}} \right) \leq \left( \frac{d}{\frac{1}{v_{\text{max}}} - \frac{d}{|P_{A \oplus B}|}} \right)^{2},$$

which is always true.

**Theorem 7.** $\Lambda_{SO}$ and $\Lambda_{UE}$ are supermodular set functions of the set $\mathcal{H}''$.

Proof. The proof can be found in IX-E.

The proof leverages the concept that, after every new addition, the flow will split in equal parts on the available paths. Thus, the benefit of an addition when there are fewer paths available is intuitively greater than the benefit of such addition in a network with more paths.
To conclude, we have analysed and proven several fundamental properties of path additions to transport networks. We have done this for the most popular routing formulations in traffic research. It is shown that, while the total travel time of cooperative agents (MC and SO) is monotonic non-increasing with respect to path additions, it is not supermodular. This impossibility result constitutes a fundamental insight for transport network designers as it informs that approximation algorithms for this problem cannot be designed by leveraging supermodularity in the general case.

On the other hand, we have introduced special cases that consider parallel path additions, where supermodularity holds. These instances could map to real-world scenarios where parallel paths are guaranteed by using dedicated lanes that are either physically or virtually enforced.

Our investigation and categorisation of network design properties under different routing paradigms was motivated by the prospective impact of CAVs on current transport networks. It is conceivable that the widespread adoption of CAVs could lead to a redesign of our mobility infrastructure. More work is needed in this area to understand how network design solutions can be devised and applied to the problem of designing future mobility systems and we believe that the present work constitutes a step towards this overarching goal.
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VIII. CONCLUSION

IX. APPENDIX

A. Notation used in the paper

<table>
<thead>
<tr>
<th>Symbol</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>$G_x$</td>
<td>Graph $x$</td>
</tr>
<tr>
<td>$V_x$</td>
<td>Node set of graph $x$</td>
</tr>
<tr>
<td>$E_x$</td>
<td>Edge set of graph $x$</td>
</tr>
<tr>
<td>$P_x$</td>
<td>Path set of graph $x$</td>
</tr>
<tr>
<td>$P_m^t$</td>
<td>Path set of graph $x$ w.r.t. trip $m$</td>
</tr>
<tr>
<td>$m^t$</td>
<td>Paths added to graph $x$ by the addition of graph $y$ w.r.t. trip $m$</td>
</tr>
<tr>
<td>$s^m$</td>
<td>Source of trip $m$</td>
</tr>
<tr>
<td>$t^m$</td>
<td>Destination of trip $m$</td>
</tr>
<tr>
<td>$d^m_i$</td>
<td>Demand of trip $m$ at node $i$</td>
</tr>
<tr>
<td>$e_{ij}$</td>
<td>Cost of edge $(i,j)$</td>
</tr>
<tr>
<td>$c_p$</td>
<td>Cost of path $p$</td>
</tr>
<tr>
<td>$u_{ij}$</td>
<td>Capacity of edge $(i,j)$</td>
</tr>
<tr>
<td>$u_p$</td>
<td>Capacity of path $p$</td>
</tr>
<tr>
<td>$l_{ij}$</td>
<td>Length of edge $(i,j)$</td>
</tr>
<tr>
<td>$v_{ij}$</td>
<td>Maximum velocity on edge $(i,j)$</td>
</tr>
<tr>
<td>$x_{ij}$</td>
<td>Flow on edge $(i,j)$</td>
</tr>
<tr>
<td>$x_p$</td>
<td>Flow on path $p$</td>
</tr>
<tr>
<td>$\mathbf{x}$</td>
<td>Vector of all path flows</td>
</tr>
<tr>
<td>$G_T$</td>
<td>Trip spanning tree</td>
</tr>
<tr>
<td>$G_T^x$</td>
<td>Trip path graph $x$ w.r.t. trip $m$</td>
</tr>
<tr>
<td>$\mathcal{A}$</td>
<td>Set of all path additions with constant cost</td>
</tr>
<tr>
<td>$\mathcal{H}$</td>
<td>Set of all path additions with flow-dependent cost</td>
</tr>
<tr>
<td>$\mathcal{A}''$</td>
<td>Subset of $\mathcal{A}$, where paths do not share edges and all edges have the same cost and capacity</td>
</tr>
<tr>
<td>$\mathcal{H}''$</td>
<td>Subset of $\mathcal{H}$, where paths do not share edges and all edges have the same properties</td>
</tr>
<tr>
<td>$\mathcal{A}'''$</td>
<td>Subset of $\mathcal{A}''$, where paths do not share nodes and have the same properties</td>
</tr>
<tr>
<td>$\mathcal{H}'''$</td>
<td>Subset of $\mathcal{H}''$, where paths do not share nodes and have the same properties</td>
</tr>
</tbody>
</table>

B. Proof of Theorem 2

**Theorem 2.** $\Lambda_{SO}$ is a monotonic non-increasing set function of the set $\mathcal{H}$.

**Proof.** We need to show that given two sets of trip path graphs $\mathcal{A}$ and $\mathcal{B}$ such that $\mathcal{A} \subseteq \mathcal{B} \subseteq \mathcal{H}$, we have that $\Lambda(\mathcal{B}) \leq \Lambda(\mathcal{A})$.

We can rewrite $\Lambda_{SO}(\mathcal{A})$ as

$$\sum_{p \in P_{\mathcal{A} \oplus \mathcal{I}}} x_{p}^{SO} c_p(x_{p}^{SO}) = \min_{\mathbf{x}} \left\{ \sum_{p \in P_{\mathcal{A} \oplus \mathcal{I}}} x_{p} c_p(x_{p}) \right\},$$

subject to constraints (5b) and (5c). $\Lambda(\mathcal{B}) \leq \Lambda(\mathcal{A})$ thus becomes

$$\min_{\mathbf{x}} \left\{ \sum_{p \in P_{\mathcal{B} \oplus \mathcal{I}}} x_{p} c_p(x_{p}) \right\} \leq \min_{\mathbf{x}} \left\{ \sum_{p \in P_{\mathcal{A} \oplus \mathcal{I}}} x_{p} c_p(x_{p}) \right\}.$$

If $\mathcal{A} \subseteq \mathcal{B}$ there exists $\mathcal{Y}$ s.t. $\mathcal{B} = \mathcal{A} \cup \mathcal{Y}$. Therefore we can rewrite the above equation as

$$\min_{\mathbf{x}} \left\{ \sum_{p \in P_{\mathcal{Y} \oplus \mathcal{A} \oplus \mathcal{I}}} x_{p} c_p(x_{p}) \right\} \leq \min_{\mathbf{x}} \left\{ \sum_{p \in P_{\mathcal{A} \oplus \mathcal{I}}} x_{p} c_p(x_{p}) \right\}.$$

We know that $P_{\mathcal{Y} \oplus \mathcal{A} \oplus \mathcal{I}}$ can be decomposed into its two disjoint components $P_{\mathcal{A} \oplus \mathcal{I}}$ and $P_{\mathcal{Y} \oplus \mathcal{A} \oplus \mathcal{I}}$. Thus we can rewrite
Equation (13) becomes proceed to consider the following two cases:
The term \(d\), which, according to Equation (10), we can rewrite as

Knowing that \(\emptyset\) subject to a constraint is greater or equal to the minimum of one of its supersets, (14) holds.

**Case 2:** \(\min \{c_p | p \in P_{\emptyset \oplus A \oplus I}\} \geq \min \{c_p | p \in P_{Y \oplus A \oplus I}\}\). This implies that

Equation (13) becomes

By Lemma 5 we know that \(P_{A \oplus I} \subseteq P_{X \oplus A \oplus I}\). Recalling that the minimum of a set is always greater or equal than the minimum of one of its supersets, (14) holds.

By Lemma 5 we know that \(P_{A \oplus I} \subseteq P_{Y \oplus A \oplus I}\). Recalling that the minimum of a set is always greater or equal than the minimum of one of its supersets, (15) holds.

**E. Proof of Theorem 7**

**Theorem 7.** \(\Lambda_{SO}\) and \(\Lambda_{UE}\) are supermodular set functions of the set \(\mathcal{H}''\).

**Proof.** As we have shown with Lemma 6 and Lemma 7 that \(\Lambda_{UE}\) and \(\Lambda_{SO}\) are equivalent on \(\mathcal{H}''\), we proceed to prove the theorem for \(\Lambda_{SO}\), the result will be also valid for \(\Lambda_{UE}\). As before, we need to prove that, given two subsets \(A\) and \(B\) such that \(A \subseteq B \subseteq H''\) and \(x \in H'' \setminus B\), it holds that

\[
\Lambda_{SO}(A) - \Lambda_{SO}(A \cup \{ x \}) \geq \Lambda_{SO}(B) - \Lambda_{SO}(B \cup \{ x \})
\]

By Lemma 7 we know that Equation (11) is an optimal assignment, thus, using the definition of \(\Lambda_{SO}\), we can rewrite

By expanding using the Greenshields cost in Equation 3, we have

We know that the trip spanning tree \(G_t\) contains only one path \(|P_2| = 1\). We call the number of paths in \(A\) and \(Y\), \(n_a \geq 0\) and \(n_y \geq 0\) respectively. We also know that \(|P_{A \oplus I}| = n_a + 1\). We fix \(n = n_a + 1\).
Thanks to Property (4) of a trip spanning tree, we know that $u \geq d$, thus both denominators are non-negative and we have
\[(n + n_y)u - d) (n + n_y + 1)u - d) \geq (nu - d) ((n + 1)u - d)
\[n_y u (n_y u + u + 2nu - 2d) \geq 0,
\]
which, by the fact that $n \geq 1$ and $u \geq d$, is always true. ■
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